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FIG. 6 illustrates, in a flow diagram, processing performed 
by a string reference monitor for concurrent garbage collec 
tion in accordance with certain embodiments. 

FIGS. 7A and 7B illustrate, in a flow diagram, processing 
performed for concurrent garbage collection in a distributed 
environment in accordance with certain embodiments. 

FIG. 8 illustrates an update in a distributed environment in 
accordance with certain embodiments. 

FIG. 9 illustrates lookup in a distributed environment in 
accordance with certain embodiments. 

FIGS. 10-11 illustrate garbage collection in a distributed 
environment in accordance with certain embodiments. 

FIG. 12 illustrates urgency in a distributed environment in 
accordance with certain embodiments. 

FIG. 13 illustrates single node completion of garbage col 
lection in a distributed environment in accordance with cer 
tain embodiments. 

FIG. 14 illustrates string table entry deletion to complete 
garbage collection in a distributed environment in accordance 
with certain embodiments. 

FIG. 15 illustrates completion of garbage collection by a 
master node in a distributed environment in accordance with 
certain embodiments. 

FIG. 16 illustrates a distributed environment after comple 
tion of garbage collection in accordance with certain embodi 
mentS. 

FIG. 17 illustrates use of an ephemeral reference object in 
accordance with certain embodiments. 

FIG. 18 illustrates, in a block diagram, a computer archi 
tecture that may be used in accordance with certain embodi 
mentS. 

DETAILED DESCRIPTION 

In the following description, reference is made to the 
accompanying drawings which form a part hereof and which 
illustrate several embodiments of the invention. It is under 
stood that other embodiments may be utilized and structural 
and operational changes may be made without departing from 
the scope of the invention. 

FIG. 1 illustrates, in a block diagram, a computing device 
100 in accordance with certain embodiments. The computing 
device 100 includes one or more owners 110 (e.g., data struc 
tures, applications and/or processes), one or more documents 
120, one or more string tables 130, one or more string refer 
ence monitors 140, one or more reference objects 150, and 
one or more ephemeral reference objects 160. In certain 
embodiments, the one or more documents 120 are XML 
documents, and one or more of the one or more parsers 112 is 
an XML parser. The one or more parsers 112 parse the one or 
more documents 120 to obtain Strings, convert the strings to 
integer handles, and store the integer handles and correspond 
ing strings into the one or more string tables 130. In certain 
embodiments, each entry of the one or more string tables 130 
is associated with a different string. The one or more parsers 
112 are examples of the one or more owners 110. The one or 
more owners 110 may include any function, stored procedure 
or other component that uses the one or more string tables 
130. The one or more string tables 130 may also be referred to 
as interned string tables. 

In certain embodiments, the one or more owners 110 and 
the one or more string reference monitors 140 use a lazy, 
collective reference mechanism combined with efficient, 
concurrent reference tracking mechanisms to provide an effi 
cient technique of tracking entry references in the one or more 
string tables 130. The collective reference may be described 
as a reference into the one or more string tables 130 made by 
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4 
a collection of related data structures, which are managed 
together for simplicity and improved performance. In particu 
lar, in certain embodiments: 

References to entries in the one or more string tables 130 
are tracked collectively, minimizing the number of ref 
erences that are tracked by the one or more string refer 
ence monitors 140 for the one or more string tables 130. 

String references are calculated lazily, Such that a given 
collective-reference need not maintainalist of the actual 
referenced table entries, but rather is capable of collect 
ing such a list in the (rare) event of the reference still 
being active during a garbage collection attempt. 

In the event of a garbage collection attempt, the current list 
of open collective references is traversed to mark the 
used entries in the one or more string tables 130, and a 
Subsequent Sweep is used to remove the unused entries. 

A simple free-list may be used to reassign recycled entries. 
In other embodiments, a simple bit vector may be used to 
indicate free entries. 

Synchronization of the one or more string tables 130 with 
respect to garbage collection is also performed collec 
tively, ensuring that lookups in the one or more string 
tables 130 remain efficient, wait-free operations. 

Embodiments allow for the use of the one or more string 
tables 130 to be limited-size in many situations where that 
would not otherwise be possible, with minimal performance 
impact. Embodiments provide garbage collection that allows 
the one or more string tables 130 to remain small over long 
timeframes and across many workloads, without constraining 
the one or more string tables 130 or modifying the simple, 
lightweight integer handles that the one or more string tables 
130 associate with the referenced strings. In certain embodi 
ments, garbage collection is added to one or more existing 
string tables 130 with negligible impact on system perfor 
mance (less than 1% in most cases). 

Entries in the one or more string tables 130 are referenced 
by one or more collective reference objects 150, implement 
ing a reference interface. In certain embodiments, the refer 
ence interface takes the following form: 

Reference 
Iterator GetReferencedEntries() 
Any of the one or more owners 110 that make use of entries 

in the one or more string tables 130 will register one or more 
reference objects 150 that are capable of enumerating all of 
the entries referenced by the one or more string tables 130. By 
enumerating the referenced entries, the GetReferencedEn 
tries method enumerates the referenced strings in those ref 
erenced entries. Because garbage collection is typically a rare 
event, the actual enumeration of referenced entries is calcu 
lated lazily, in the event of a garbage collection attempt. As 
such, the performance of the GetReferencedEntries() query 
may not be critical. In certain embodiments, the one or more 
reference objects 150 are lightweight and easy to construct. In 
practice, most of the one or more reference objects 150 are not 
dereferenced. To Support this lazy-evaluation model. Some of 
the one or more owners 110 may use specialized implemen 
tations of the reference interface. Typically, this specialized 
implementation of the reference interface traverses one or 
more existing data structures associated with the one or more 
owners 110 to obtain the actual referenced entries. 
As an example, in embodiments in which the one or more 

string tables 130 store the names of tokens in a parsed string, 
a parsed tree or list of tokens holds a reference object that 
implements the GetReferencedEntries()method by walking 
the parsed tree or token list, and enumerating all of the refer 
enced tokens. Because the one or more parsers 112 already 
use the parsed tree or list of tokens for its own purposes, there 
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is minimal memory overhead for the reference (just the size of 
the reference object itself). Similarly, because the GetRefer 
encedEntries method typically is rarely called, performance 
of the one or more parsers 112 is also minimally impacted. 

FIG. 2 illustrates, in a flow diagram, logic performed by an 
owner 110 in accordance with certain embodiments. In cer 
tain embodiments, the collective reference objects 150 are 
managed by a string reference monitor 140. In certain 
embodiments, the string reference monitor 140 is imple 
mented by a string reference monitor object, as defined by a 
string reference monitor class. Before acquiring string table 
130 entries (either through lookup, by transferring from 
another data structure, function etc.), the owner 110 creates a 
reference object 150 and registers the reference object 150 
with the string reference monitor 140. 

In FIG. 2, control begins in block 200 with the owner 110 
creating a reference object 150. In block 202, the owner 110 
registers the reference object 150 as “acquiring references 
by notifying the string reference monitor 140 to move the 
reference object 150 to the “acquiring references’ state. In 
block 204, while the reference object 150 is in the acquiring 
state, the owner 110 may lookup one or more existing entries, 
create one or more new entries, transfer one or more existing 
entries, and/or create one or more references to previously 
referenced entries (i.e., copied from their own data-struc 
tures, local variables, etc.) to acquire references to strings in 
the string table 130. In certain embodiments, the references 
are to the strings, while in other embodiments, the references 
are to the entries storing the strings. When the references are 
to the strings, the entries may be determined. In block 206, 
once entry acquisition is complete, the owner 110 re-registers 
the reference object 150 as “acquired references” by notify 
ing the string reference monitor 140 to move the reference 
object 150 to the “acquired references” state. While the ref 
erence object 150 is in the acquired state, the owner 110 may 
continue to use the string table 130 entries that have already 
been acquired, but may not acquire new entries. At this point, 
the set of entries that would be returned by GetReferencedEn 
tries() does not grow. In block 208, after using the strings 
referenced by the reference object 150 (i.e., when the owner 
110 is done using the string table 130 entries), the owner 110 
un-registers the reference object 150 by notifying the string 
reference monitor 140 that the reference object 150 is no 
longer active. 

In certain embodiments, the string reference monitor class 
may be defined as follows: 

StringReferenceMonitor 
Void AcquireReferences(Reference Object) 
Void References Acquired.(Reference Object) 
Void ReleaseReferences(Reference Object) 
Void GarbageCollection () 
The string reference monitor 140 keeps track of the refer 

ence objects 150 that are in the “acquiring references” and 
“acquired references' states. In certain embodiments, the 
string reference monitor 140 maintains two sets enumerating 
the reference objects 150 that are in the “acquiring refer 
ences” and “acquired references' states, respectively. Addi 
tionally, a Boolean is stored indicating whether garbage col 
lection has begun, which is referred to as the 'garbage 
collection in progress flag. 

In certain embodiments, the owners 110 manipulate refer 
ences with the methods AcquireReferences, References.Ac 
quired, and ReleaseReferences. In certain embodiments, 
these methods need not be synchronized themselves, but the 
implementation of the underlying sets is synchronized. In 
certain embodiments, the ReleaseReferences method unreg 
isters a reference object 150. 
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6 
Periodically, a garbage collection attempt is started using 

the garbage collection method. In certain embodiments, the 
garbage collection method may require synchronization (via, 
for example, mutex) or may be assumed to be called by the 
string reference monitor 140 as a separate monitoring thread. 
The method by which the system decides to begin a garbage 
collection attempt may vary by embodiments. For example, 
the string table 130 may call the garbage collection method 
directly when memory is low or the number of free entries is 
low, or a separate monitoring thread may periodically check 
for and initiate garbage collection. A user or other process 
could also initiate garbage collection. 

FIG.3 illustrates, in a flow diagram, processing performed 
by the string reference monitor 140 for garbage collection in 
accordance with certain embodiments. Control begins in 
block 300, when garbage collection is initiated (e.g., by 
invoking the garbage collection method of the string refer 
ence monitor class), the String reference monitor 140 sets the 
garbage collection in progress flag to true. At this point, the 
string reference monitor 140 blocks any requests to register 
new references in the acquiring state. In particular, in block 
302, the garbage collection method of the string reference 
monitor 140 determines whether any reference object 150 is 
in the “acquiring references' State. If so, processing continues 
to block 304, otherwise, processing continues to block 306. In 
block 304, the garbage collection method waits for the refer 
ence objects 150 that are acquiring references to move into 
the “acquired references’ state. From block 304, once the 
reference objects 150 have moved into the “acquired refer 
ences' state, processing loops back to block 302. In block 
306, once there are no reference objects 150that are acquiring 
references, the garbage collection method unmarks all entries 
in the string table 130. In block 308, the garbage collection 
method identifies the entries storing strings that are refer 
enced by an owner 110 using a reference object 150 and 
marks these entries in the string table 130. In certain embodi 
ments, in block 308, the garbage collection method uses the 
existing references in the acquired references set maintained 
by the string reference monitor 140 to mark the entries. In 
block 310, the garbage collection method deletes (i.e., 
removes) unmarked entries from the string table 130. In block 
312, the string reference monitor 140 re-sets the garbage 
collection in progress flag to false. 

FIG. 3 illustrates a simple, blocking technique. In alterna 
tive embodiments, the garbage collection method may be 
made re-entrant, such that garbage collection is called repeat 
edly until the process succeeds. 

In certain embodiments, the implementation of the string 
table 130 is not constrained by the string reference monitor 
140. For example, the string table 130 add/lookup methods do 
not need special synchronization against any of the string 
reference monitor methods (though the string table 130 might 
have some synchronization for the add/lookup methods). Fur 
ther, the string table's delete method does not need to be 
synchronized against the add/lookup methods, since the 
delete method is only called from the string reference monitor 
140 while the string reference monitor 140 has already 
ensured that no add/lookup can occur within the string table 
130. 

Since the StringReferenceMoniton: AcquireReferences() 
method may block on the garbage collection method, 
embodiments should avoid a potential deadlock where a 
given thread has a reference in the acquiring state and tries to 
open another before moving the first reference into the 
acquired State. In alternate embodiments, the AcquireRefer 
ences method may be modified to fail when the garbage 
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collection in progress flag is set to true, allowing the owner 
110that is trying to acquire references to take other action and 
avoiding a deadlock. 

Embodiments provide concurrent garbage collection for 
string tables. Such concurrent garbage collection removes 
several blocking sections and removes the danger of refer 
ence-acquisition deadlock. Concurrent garbage collection 
also makes the performance characteristics of the system 
more uniform. 

With embodiments, the reference objects 150 with refer 
ences to strings and the strings themselves are marked with a 
generation code. The generation code of the reference object 
150 is used as the initial generation code for newly created 
strings and also is used when a reference is added to an 
existing string. The generation of the string may be "pro 
moted (i.e., re-marked) to the generation of the reference 
object 150 if that generation is newer. To disambiguate which 
reference object 150 is newer when there are multiple refer 
ence objects 150 in different generations, multiple generation 
codes are used. In certain embodiments, three or more gen 
eration codes are used. Each entry in the string table 130 has 
a string, an integer value that is bound to the string, and a 
generation for that string. 
The owners 110 are defined to be in one of two states: the 

“acquiring references' state or, after acquiring is complete, in 
the “acquired references' state. During garbage collection, 
the generation is advanced so that new owners 110 are created 
in the new generation. The garbage collector method then 
waits for all owners 110 in the previous generation to move to 
the “acquired references' state. Finally, the garbage collector 
method scans all of the strings from these owners 110, pro 
moting them to the new generation. When this is done, any 
strings remaining in the previous generation are not refer 
enced so they may be safely deleted. 

Thus, instead of blocking new owners 110 from being 
created during garbage collection so that the garbage collec 
tor does not have to try to scan the new owners 110 while they 
are in the acquiring references state, with embodiments, new 
owners 110 are permitted to be created during garbage col 
lection, but in a new generation. These owners 110 still do not 
have to be scanned since the strings that they reference or 
create are not subject to being deleted owing to that fact that 
only strings in the previous generation can be deleted. 
The final result is that garbage collection is completely 

concurrent with the rest of the system processing. Owners 
110 can be acquiring new references to strings while garbage 
collection is running. At no point does the system have to stall, 
even for short periods of time, because owners 110 are only 
scanned when they are in the “acquired references' state (i.e., 
when they do not have to be locked to be scanned). 

Thus, in certain embodiments, with concurrent garbage 
collection, strings which are going to participate in garbage 
collection are marked as being in one of three generations. 
Such strings can be “promoted from an older generation to 
the next newer generation. The three generations form a pro 
motion cycle: generation 2 is newer than generation 1. gen 
eration 3 is newer than generation 2, generation 1 is newer 
than generation 3. Given any two generations, one is newer 
than the other. 

Each string is promoted from the previous generation to the 
current generation for the string to be preserved. Strings 
which remain in the older generation are discarded. Note that 
this use of the term “generation' is different than its usual 
meaning for garbage collection. The usual meaning is that 
memory objects are divided into age-sets where newer sets 
are collected more frequently than older sets. 
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8 
In some embodiments, there is also a generation used for 

marking permanent strings, such as keywords. In some 
embodiments this generation can be referred to as generation 
Zero (“0”), or the “forever generation. Strings marked in 
generation 0 are not discarded, are ignored by the garbage 
collection process, and are not promoted to another genera 
tion. 

References to strings are "owned by data objects and their 
associated methods. Such reference objects 150 can be in one 
of two states throughout their lifetime, they may start out 
actively acquiring new references or they may have acquired 
all the references they need. A reference object 150 is said to 
be in the acquiring state or in the acquired State. An example 
owner 110 which itself owns a reference object 150 is an 
XML Document Object Model (DOM). During parsing, the 
document tree is being created so the reference object 150 is 
in the acquiring state. Once parsing is complete, the result is 
an immutable tree so the reference object 150 is in the 
acquired State. Another example of an owner 110 is a C-com 
piler front-end. When a C-file is being read in and tokenized, 
the C-compiler's reference object 150 is in the acquiring 
state. After tokenization is complete, the C-compiler's refer 
ence object 150 is in the acquired State since no new strings 
will be created or referenced. 

Reference objects 150 may be discarded when they are no 
longer needed. The full system then can have many owners, 
Some in the active acquiring state and some in the acquired 
state. If an owner 110 Such as a data structure, process, etc. 
needs to be in the “acquiring state at multiple points in time, 
then the owner 110 can hold a different reference object 150 
for each range of time when the owner 110 is acquiring, and 
move the reference objects 150 individually into the 
“acquired state and individually unregister the reference 
objects 150. 
When an acquiring reference object 150 is created, the 

reference object 150 is marked as being in the current gen 
eration: 1, 2 or 3. If an existing string is encountered by the 
reference object 150, which is marked as being in the previous 
generation, the string is promoted to the owner's generation. 
If a previously unknown string is encountered, the String is 
created and marked with the owners generation. 
At some point, the current generation is advanced to the 

next newer generation and any new owners 110 are created in 
this new generation. There can be acquiring owners 110 in 
two different generations. If they both encounter the same 
string, promotion will always occur towards the newer gen 
eration. 

FIG. 4 illustrates a table 400 used for promoting a string to 
a new generation in accordance with certain embodiments. 
Table 400 represents how a string's generation is modified 
when created or accessed by a reference object 150 belonging 
to an acquiring owner 110 in accordance with certain embodi 
mentS. 

When a reference object 150 changes to the acquired state, 
the reference object 150 remains with references to strings. 
The reference object 150 is left marked with the generation 
that the reference object 150 was created with. If this happens 
to be the current generation, then the strings referenced by the 
reference object 150 are also marked with the current genera 
tion. If the reference object 150 is marked with the previous 
generation, then the reference object 150 may refer to some 
strings which are marked with the previous generation and 
Some which are marked with the new generation, since 
another acquiring reference object 150 may have caused these 
strings to be promoted. 
Embodiments use the term “generation' to collectively 

frame the life-cycles of a series of objects as an aid to con 
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currency. In a "generational garbage collector, “old” objects 
are typically scanned less frequently since objects which have 
lived for a “long time are likely to continue to do so (as 
opposed to “young objects which are more likely to be 
short-lived). With embodiments, interned strings and collec 
tive string-references are assigned a rotating generation 
(1->2->3-> 1) which allows embodiments to segregate 
strings which are being scanned for garbage collection from 
those which are newly allocated or otherwise newly used and 
promoted (concurrently with the garbage collection attempt). 
With embodiments, strings which are still referenced by 
existing objects are moved out of the old generation until the 
old generation contains only unused strings, at which point 
the entire old generation may be deleted. 

FIG. 5 illustrates, in a flow diagram, logic performed by an 
owner 110 with concurrent garbage collection in accordance 
with certain embodiments. Before acquiring string table 130 
entries (either through lookup, creation, transfer, etc.), the 
owner 110 creates a reference object 150 and registers the 
reference object 150 with the string reference monitor 140. 

In FIG. 5, control begins in block 500 with the owner 110 
creating a reference object 150 and the reference object 150 
receiving a generation from the string reference monitor 140. 
The reference object 150 references entries for strings in the 
string table 130. The strings referenced by the reference 
object 150 are marked with the received generation. In block 
502, the owner 110 registers the reference object 150 as 
“acquiring references” by notifying the string reference 
monitor 140 to move the reference object 150 to the “acquir 
ing references state'. In block 504, while the reference object 
150 is in the acquiring state, the owner 110 may lookup one or 
more existing entries, create one or more new entries, transfer 
one or more existing entries, and/or create one or more ref 
erences to previously referenced entries (i.e., copied from 
their own data-structures, local variables, etc.) using the gen 
eration to acquire references to strings in the string table 130. 
In certain embodiments, the references are to the Strings, 
while in other embodiments, the references are to the entries 
storing the strings. When the references are to the strings, the 
entries may be determined. In block 506, once entry acquisi 
tion is complete, the owner 110 re-registers the reference 
object 150 as “acquired references” by notifying the string 
reference monitor 140 to move the reference object 150 to the 
“acquired references' state. While the reference object 150 is 
in the acquired State, the owner 110 may continue to use the 
string table 130 entries that have been already acquired, but 
may not acquire new entries. At this point, the set of entries 
returned by GetReferencedEntries() does not grow. In block 
508, after using the strings referenced by the reference object 
150 (i.e., when the owner 110 is done using the string table 
130 entries), the owner 110 un-registers the reference object 
150 by notifying the string reference monitor 140 that the 
reference object 150 is no longer active. 

FIG. 6 illustrates, in a flow diagram, processing performed 
by the string reference monitor 140 for concurrent garbage 
collection in accordance with certain embodiments. Control 
begins in block 600, when garbage collection is initiated (e.g., 
by invoking the garbage collection method of the String ref 
erence monitor class), the String reference monitor 140 sets 
the garbage collection in progress flag to true. At this point, 
the string reference monitor 140 does not block any requests 
to register new references in the acquiring state. In block 602, 
the garbage collection method of the string reference monitor 
140 advances the current generation to the next new genera 
tion. Then, new reference objects 150 are assigned this new 
current generation. 
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10 
In block 604, the garbage collection method determines 

whether any reference objects 150 of the previous generation 
are in the “acquiring references' state. If so, processing con 
tinues to block 606, otherwise, processing continues to block 
608. In block 606, the garbage collection method waits for the 
reference objects 150 of the previous generation that are 
acquiring references to move into the “acquired references 
state. From block 606, once the reference objects 150 have 
moved into the “acquired references' state, processing loops 
back to block 604. In block 608, the garbage collection 
method selects (or scans) the reference objects 150 which are 
marked with the previous generation and promotes these ref 
erence objects 150 and any strings referenced by them to the 
current generation. Thus, the garbage collection method 
selects each reference object 150 marked with the previous 
generation, in turn, to perform the promotion. Reference 
objects 150 marked with the current generation need not be 
scanned since all of their strings are already in the current 
generation. 

In block 610, the garbage collection method deletes (i.e., 
removes) the strings remaining in the previous generation 
(i.e., no owners 110 are referencing these strings with any 
reference objects 150, and so these entries may safely be 
deleted). In certain embodiments, to delete the strings, the 
garbage collection method deletes the entries storing the 
strings. In block 612, the string reference monitor 140 re-sets 
the garbage collection in progress flag to false. 

Embodiments provide distributed, concurrent garbage col 
lection. 

Certain embodiments enable automated garbage collection 
of string tables 130 while maintaining uninterrupted new 
allocations on a single node or a single one-node machine. 
Additional embodiments share a set of interned strings across 
nodes. A node may be described as any processing system 
(e.g., different threads, different machines) which share the 
string table 130. In certain embodiments, the nodes are cores 
of a process, all acting together. 
To keep these nodes acting as one node for the purposes of 

applications that are running on the nodes, data is sent back 
and forth between these separate nodes. Sending strings back 
and forth is less efficient than sending integers representing 
those Strings, which can be compared for equality in a single 
cycle, each serialized between nodes using, for example, a 
single 16-bit, 32-bit or 64-bit word, and re-converted back 
into the actual string when needed. Furthermore, more com 
plex data structures with optimized interned strings stored in 
them can be serialized and shared directly between nodes, 
unlike solutions involving pointers. 

In Such a distributed environment, embodiments ensure 
continued allocations of references during garbage collec 
tion. Embodiments maintain a full single-node system on 
each node. This includes a string-table 130, a set of references 
on names in the String table 130, and a string reference moni 
tor 140 which has the generation number. 
Some embodiments designate one node as the masternode, 

and the other nodes know that they are followers (i.e., not the 
master node). 
When any node wants to allocate a new string in the string 

table 130, the node asks the master node and the master node 
responds with the proper place to put the string in the string 
table 130. Whenever adding a new string or removing a string, 
the master node sends update messages to all nodes. For most 
production systems, they tend to hit a steady-state where little 
communication is needed between nodes. If appropriate, the 
master node can hold back update messages and batch them 
as an optimization without impacting correctness. 



US 9,141,540 B2 
11 

When any node enters garbage collection, in addition to 
Switching to the next generation, the node also sends a mes 
sage to all the other nodes, forcing the other nodes to enter 
garbage collection and Switch to that generation. 
When any node finishes garbage collection, having pro 

moted any strings that need promoting, and is ready to free 
any remaining strings in the old generation, then the node 
sends a message to the master node saying that the node is 
finished. When all nodes have finished the garbage collection, 
then the master node physically deletes any strings remaining 
in the old generation and sends a message to all other nodes to 
do the same. After any node (master node or follower) has 
completed the physical generation delete, the node may exit 
garbage collection. 

FIGS. 7A and 7B illustrate, in a flow diagram, processing 
performed for concurrent garbage collection in a distributed 
environment in accordance with certain embodiments. The 
processing of FIGS. 7A and 7B may be performed by the 
master node or a follower node, and the node performing the 
processing of FIGS. 7A and 7B may be the node that initiated 
the garbage collection or was notified to start garbage collec 
tion. Merely for ease of reference, the node performing the 
processing of FIGS. 7A and 7B may be referred to as the 
processing node. 

Initially, garbage collection is initiated (e.g., by invoking 
the garbage collection method of the string reference monitor 
class) at a first node (from among the master and follower 
nodes in the distributed environment). This first node may be 
the master node or another node. When garbage collection is 
initiated at the first node, the garbage collection method of the 
string reference monitor 140 or the string reference monitor 
itself 140 at the first node sets the garbage collection in 
progress flag to true at the first node. At this point, the string 
reference monitor 140 at the first node does not block any 
requests to register new references in the acquiring state, and 
the string table 130 does not block any requests to add or 
lookup any new or existing string entries. 

Control begins at block 700 with the garbage collection 
method of the string reference monitor 140 at the processing 
node determining whether this processing node initiated gar 
bage collection. If so, processing continues to block 702, 
otherwise, processing continues to block 706. In block 702, 
the string reference monitor 140 at the processing node sets 
the garbage collection in progress flag to true. In block 704. 
the garbage collection method at the processing node 
advances the current generation to the next new generation 
and notifies the other nodes to start garbage collection. Then, 
new reference objects 150 are assigned this new current gen 
eration at any node. 

In block 706, the garbage collection method at the process 
ing node determines whether this processing node received a 
notification to start garbage collection. If so, processing con 
tinues to block 708, otherwise, processing continues to block 
712. In block 708, the string reference monitor 140 at the 
processing node sets the garbage collection in progress flag to 
true. In block 710, the garbage collection method at the pro 
cessing node advances the current generation to the next new 
generation. In block 712, the garbage collection method at the 
processing node determines whether any reference objects 
150 of the previous generation are in the “acquiring refer 
ences' state. If so, processing continues to block 714, other 
wise, processing continues to block 716 (FIG. 7B). In block 
714, the garbage collection method at the processing node 
waits for the reference objects 150 of the previous generation 
that are acquiring references to move into the “acquired ref 
erences' state. From block 714, once the reference objects 
150 have moved into the “acquired references' state, process 
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12 
ing loops back to block 712. From block 712 (FIG. 7A), 
processing continues to block 716 (FIG. 7B). In block 716, 
the garbage collection method at the processing node selects 
the reference objects 150 which are marked with the previous 
generation and promotes these reference objects 150 and any 
strings referenced by them to the current generation. Refer 
ence objects 150 marked with the current generation need not 
be scanned, and may even be in the “acquiring state, since all 
of their current strings are already in current generation, and 
all of their future strings will always be in generations at least 
as new as the current generation. 

In block 718, the garbage collection method at the process 
ing node notifies the other nodes that the processing node is 
ready to complete garbage collection. In block 720, the gar 
bage collection method at the processing node determines 
whether this processing node is the master node. If so, pro 
cessing continues to block 722, otherwise, processing contin 
ues to block 730. 

In block 722, the garbage collection method of the master 
node waits for the follower nodes to indicate that they are 
ready to complete garbage collection. Once the follower 
nodes have indicated that they are ready to complete, process 
ing continues from block 722 to block 724. In block 724, the 
garbage collection method of the master node provides 
instructions to the follower nodes to complete garbage col 
lection. In block 726, the garbage collection method of the 
master node deletes (i.e., removes) strings remaining in the 
previous generation (i.e., as no reference objects 150 are 
referencing these strings, and so they may safely be deleted). 
In certain embodiments, to delete the strings, the garbage 
collection method deletes the entries storing the strings. In 
block 728, the string reference monitor 140 of the master 
node re-sets the garbage collection in progress flag to false. 

In block 730, in response to receiving instructions from the 
master node, the garbage collection method at the follower 
node deletes (i.e., removes) strings remaining in the previous 
generation (i.e., as no reference objects 150 are referencing 
these strings, and so they may safely be deleted). In certain 
embodiments, to delete the strings, the garbage collection 
method deletes the entries storing the strings. In some 
embodiments the instructions could be to delete all strings in 
the old generation. In some embodiments, the instructions 
could include which strings to delete. In some embodiments, 
the follower node might also delete strings in the old genera 
tion prior to receiving these instructions, in addition to delet 
ing all strings in the old generation after receiving these 
instructions. Various embodiments represent optimizations of 
different scenarios. In block 732, the string reference monitor 
140 at the follower node re-sets the garbage collection in 
progress flag to false. 

FIGS. 8-16 illustrate the interaction of four nodes in a 
distributed environment. The illustrations of FIGS. 8-16 are 
merely to enhance understanding of embodiments, and vari 
ous embodiments may have fewer or more nodes than four. 

FIGS. 8-16 illustrate, in each node, a string table. The 
string table 130 is shown as a linked list. However, in various 
embodiments, the string table 130 may be in the form of 
different data structures (e.g., a hash table). Each entry in the 
string table 130 has a string, an integer value that is bound to 
the string, and a generation for that string. Each node also 
shows a list of reference objects 150 as a simple linked list of 
reference objects 150 that are associated with owners 110. 
However, in various embodiments, the reference objects 150 
may be stored in different data structures. Each reference 
object 150 has a name to indicate which reference object 150 
it is, a phase, and a generation. The names of the reference 
objects 150 are for illustration purposes and can be helpful for 
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debugging, however, some embodiments do not contain 
names for reference objects 150, and some embodiments 
contain optional names. Phase refers to whether the reference 
object 150 is still acquiring references or only using refer 
ences (e.g., “Registering”, “Ready” or “Unregistered). Each 5 
node also stores an overall garbage collection phase (e.g., 
“GC for garbage collection occurring, “No GC for no gar 
bage collection, “Wait-Reg', and “Wait-Ready’) and a gen 
eration. 

While the nodes string tables 130 are mirrored on all 10 
nodes, the references are all specific to the node. This is 
because different work is happening on each node, but they all 
need to agree on the string table 130 mappings in order to be 
able to efficiently process integers instead of the strings. 
The overall distributed environment endeavors to have 15 

most new strings be on the master node. When the master 
node needs to add a new string to the string table, the master 
node will proceed and then broadcast an update message. The 
string will then be identically added to all nodes. In certain 
embodiments, as an optimization, Some updates may not be 20 
sent by the master node or may be ignored by the other nodes. 

FIG. 8 illustrates an update in a distributed environment 
800 in accordance with certain embodiments. The master 
node issues an update for the string “peanut in generation 
“1” to the follower nodes. Then, the follower nodes update 25 
their respective string tables 130 to add an entry for the string 
“peanut' in generation “1”, or increment the generation of the 
string “peanut' to “1”, or merely verify that the string “pea 
nut was already present and in the correct generation. 

FIG. 9 illustrates lookup in a distributed environment 900 30 
in accordance with certain embodiments. If a follower node 
needs to use a string and lookup in the local string table 130 of 
that node fails, then the follower node can send a message to 
lookup the string on the string table 130 at the master node. 
The master node will look up the string on the master node 35 
string table. If the string does not exist, the master node will 
add the string to the string table 130 and returns the result as 
an update to the requesting node and broadcasts an update 
message to all follower nodes. If the string does exist, the 
master node returns the result to the requesting node. In 40 
various embodiments, various message passing mechanisms 
may be used. In various embodiments, the amount of mes 
sages, degree of broadcast, etc. may be either increased or 
decreased, in order to optimize various overall performance 
metrics. In FIG. 9, node 4 has issued a lookup request to the 45 
master node for the string “Jelly', and the master node has 
issued an update to the requesting follower node for the string 
“Jelly’. Then, the requesting follower node updates its string 
table 130 to add an entry for the string “Jelly' in the appro 
priate generation. 50 

FIGS. 10-11 illustrate garbage collection in distributed 
environments 1000, 1100 inaccordance with certain embodi 
ments. In certain embodiments, any node can decide to ini 
tiate garbage collection. In certain embodiments, the master 
node initiates garbage collection because the master node is 55 
the first node to know when a certain percentage of the string 
table 130 has been used, and the master node generally has a 
complete picture of the string table. In certain embodiments, 
a second node other than the master node is designated as the 
node to initiate garbage collection (i.e., as the garbage col- 60 
lection master node), and this node would be the only node in 
control of when to enter garbage collection to divide the work 
so that one node (the master node) has the extra work to 
control the string table 130 and a different node does the extra 
work to control the garbage collection cycle. Various embodi- 65 
ments can allow any node or Subset of nodes to enter garbage 
collection or allow group decisions either via State sharing, 
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messages, polling. Voting, or some other mechanism as the 
shared decision takes into account the state of all references 
on all nodes. 

In FIG. 10, node 4 initiates garbage collection. Node 4 
enters garbage collection, updates its own generation and 
phase, and broadcasts a message telling all nodes to enter 
garbage collection and move to the next generation. In certain 
embodiments, if several nodes broadcast Such a message at 
the same time, all Subsequently-received messages are 
ignored by each node. In some embodiments, the next gen 
eration is not broadcast, since the nodes can all figure out what 
the next generation would be by incrementing the generation 
if they have not initiated garbage collection or by not incre 
menting the generation if they already have initiated garbage 
collection. 

In FIG. 11, when the other nodes receive these messages, 
they start the garbage collection process. Each node continues 
garbage collection until that node is ready to delete old strings 
from the previous generation from the string table. During 
garbage collection, new and continuing reference objects 
150, as used by their owners 110, may progress and perform: 

adding strings to the string table 
lookup of strings in the string table 
using strings (or string values) 
adding references to strings to the references list 
changing phases of references 
removing references 
other tasks 
While new strings are being looked-up in both generations, 

Some Strings might need to be promoted. If a node needs to 
promote a string to a new generation, then that can be accom 
plished in certain embodiments via lookup, or in alternative 
embodiments via a different “promote” message. For 
example, in FIG. 11, assume that a string “Butter had only 
ever been used in generation 1, and all nodes were now in 
generation 2 as part of a garbage collection cycle, and node 4 
started using the string "Butter for a new workload. In that 
case, node 4 would now promote the String "Butter to gen 
eration 2. Notification of this promotion would then be sent to 
all nodes, either by the promoting node in certain embodi 
ments or by the master node in alternative embodiments. Note 
that the master node effectively holds the master node string 
table, and thus applies any promotion, but other nodes are 
welcome to apply or ignore promotions, depending on the 
embodiments. Ignoring promotions might keep local string 
tables Smaller and more focused on Strings that are relevant to 
that node, while applying promotions might keep local string 
tables ready to process data structures sent from other nodes 
without extra time and message traffic. In some embodi 
ments, these decisions are made at finer granularities to opti 
mize for various workloads. 

Similarly, in order to proceed to garbage collection 
completion in a timely fashion, any given node may need to 
promote one or more string references into the new genera 
tion, which would therefore require promoting Zero or more 
strings to the new generation. This is done similarly to normal 
promotion to a next generation that can happen during a 
garbage collection cycle when an old string is also used in a 
new context, and a node sends a request to the master node to 
promote one or more strings. In certain embodiments, the 
promotion request may actually be a lookup request, indicat 
ing the new generation. In alternative embodiments, there 
may be a special message for String promotion which may or 
may not include several strings to be promoted. In further 
embodiments, lookup requests could allow multiple strings to 
be looked up and promoted. 
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FIG. 12 illustrates urgency in a distributed environment 
1200 in accordance with certain embodiments. During the 
initial phases of garbage collection, one or more nodes may 
want to indicate an increased level of urgency for garbage 
collection completion. In general, the speed with which to 
complete garbage collection involves a tradeoff quickly pro 
moting all old referenced strings achieves a faster garbage 
collection cycle with less waiting, but involves many more 
promotions. Waiting longer forces a longer garbage collec 
tion cycle, but can save both time and bandwidth by promot 
ing many fewer strings. Additionally, the quicker garbage 
collection cycle may clean up fewer strings, whereas waiting 
longer will dereference more old strings, and thus clean them 
up. Thus, the proper tradeoffmay be determined with knowl 
edge of the urgency of cleanup on each of the nodes. Embodi 
ments can communicate this urgency level between the nodes 
with various techniques. 

Communicating the need for greater urgency would indi 
cate that each node should more aggressively promote exist 
ing strings to speed garbage collection completion. This 
would be accomplished similarly to the original entergarbage 
collection request. This message-exchange is not required to 
complete garbage collection, and may not be used in some 
embodiments. In certain embodiments, the urgency request 
may take the same form as the enter garbage collection 
request. In certain embodiments, the urgency request may be 
specialized. For example, in FIG. 12 node 4 issues an enter 
garbage collection request with an urgency indicator. Thus, 
the urgency request may be part of the initial enter garbage 
collection request. 

FIG. 13 illustrates single node completion of garbage col 
lection in a distributed environment 1300 in accordance with 
certain embodiments. When a given node has progressed with 
garbage collection so that the node no longer has any refer 
ences to strings in the old generation, then the node moves 
into the garbage collection complete phase and tells the mas 
ter node that garbage collection has been completed at that 
node. 

In FIG. 13, assume that node 2 and node 3 have already 
finished garbage collection and informed the master node. 
Node 4 is just finishing and in the process of informing the 
master node. The master node is still in the process of com 
pleting the garbage collection. In some embodiments, the 
generation identifier would be omitted, since the generation 
identifier is already known by the master node. 

FIG. 14 illustrates string table 130 entry deletion to com 
plete garbage collection in a distributed environment 1400 in 
accordance with certain embodiments. When the master node 
has been notified that all nodes, including itself, have com 
pleted garbage collection, then the master node does the 
actual physical delete of the old generation and sends a mes 
sage to all other nodes to do the same. 

In FIG. 14, the string “peanut' and the string “Butter are 
still referenced by at least one node and have been promoted 
to generation 2, but the string “Jelly' is not referenced by any 
node and has not been promoted. Therefore, the string “Jelly' 
is still in generation 1 and will be deleted. Each node, after 
receiving the update message to remove “Jelly' will delete 
the string “Jelly’ because the string “Jelly' is still in genera 
tion 1. In alternative embodiments, the master node deletes 
the entries in generation 1, and, during this delete, broadcasts 
update messages to the other nodes, which remove the entries 
from their own string tables 130 if those entries are still in 
generation 1. In some embodiments, the master node sends a 
single message and the other nodes know to delete all strings 
still in the old generation. Various embodiments may com 
bine these approaches. 
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The embodiments ensure that no node will receive new 

strings in generation n+2 prior to completing the physical 
delete of strings in generation n. In certain embodiments, 
messages from the master node are ordered to accomplish 
this. In certain other embodiments, each node in garbage 
collection of generation in queues up any requests for addi 
tion/promotion for generation n+2 and any requests to enter 
garbage collection for generation n+1 until that node has 
completed physical deletion of generation n. 

FIG. 15 illustrates completion of garbage collection by a 
master node in a distributed environment 1500 in accordance 
with certain embodiments. After completing the final delete 
of old strings in the string table, the master node is able to 
complete garbage collection. In certain embodiments, the 
other nodes already know that garbage collection is complete 
by having been informed that they can physically delete any 
old strings. If they were informed of all deletes individually, 
then the master node would subsequently inform all other 
nodes that garbage collection is complete. Some embodi 
ments combine the two messages of "physical delete and 
“complete into a single message. 

FIG. 16 illustrates a distributed environment 1600 after 
completion of garbage collection in accordance with certain 
embodiments. The other nodes all leave garbage collection, 
and, after informing the other nodes, the master node leaves 
garbage collection as well. This leaves all nodes ready to 
continue and able to initiate garbage collection as needed. In 
Some embodiments, the master node leaves garbage collec 
tion prior to the other nodes, and can reenter garbage collec 
tion even before the other nodes have all left garbage collec 
tion. In FIG.16, all nodes are notinagarbage collection phase 
and all nodes have deleted the string "Jelly”. 

With embodiments in a distributed environment, the inter 
actions between nodes are defined in Sucha way as to allow all 
of the nodes to continue processing in an independent man 
ner, without blocking any normal processing, sacrificing none 
of the lock-free characteristics of the embodiments using 
generations to allow concurrency to the fact that the string 
table and garbage-collection system are distributed. 

In certain embodiments, pointers are used instead of inte 
gers. Each node can pre-allocate a section of memory at the 
same address range. Since the string table 130 may be finite 
because the string table 130 can be cleaned-up, this smaller 
section of memory is enough. Since this section of memory 
(e.g., a memory segment) is owned by the string table 130 on 
all nodes, nothing else needs to change. 

Certain embodiments separate the master node. In various 
embodiments, the master node may either do or not do any 
other work, as any other node would. If there are few enough 
nodes, then one of the generally used nodes also acts as a 
master node. If there are many nodes, then the bandwidth of 
communication traffic and level of workload for the master 
node increases enough that a single node is the master node 
and does not handle any other traffic, or handles less traffic or 
handles only other auxiliary tasks. 

In certain embodiments, there is a separate table master 
node and a garbage collection master node. Such embodi 
ments physically and logically separate the master node 
string table 130 from the master node garbage collection 
controller. The master node string table 130 is the authorita 
tive location for all strings, their values, and their generations. 
The master node garbage collection controller keeps track of 
the current generation, all outstanding nodes, and which 
nodes are ready to complete garbage collection, and then 
informs all nodes to complete garbage collection (e.g., delete 
strings) when all nodes are ready to complete garbage collec 
tion. 
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Certain embodiments use proxy nodes. Some nodes are set 
up in a proxy-type arrangement. One primary node requests 
work to be done from a secondary node. Before asking for the 
work, the primary node sets up a registering string reference. 
After the work is complete, then if the string will continue to 
be used, then the string reference can move to the ready state. 
In this way a primary node can handle the string references for 
a secondary node, which would not need to have a garbage 
collection controller. The secondary node would still have a 
string table, but not having to run garbage collection code can 
make it simpler. 

Thus, embodiments in a distributed environment enable 
each node to fully process all old, new, and continuing work 
loads without any pause. The nodes only need to work with 
their own string references, and not any others. All nodes do 
their own garbage collection process, not needing a true dis 
tributed garbage collection. Garbage collection can be 
quickly initiated by any node. All nodes can share data loads, 
passing all encapsulated Strings as integers. Nodes can pass 
data in the way they use it, not “normalizing the data for the 
other nodes. All String comparison may proceed as “== 
(double-equals) integer comparison in a single cycle. 

Certain embodiments provide ephemeral reference objects 
160 for non-native string table 130 garbage collection. In 
certain embodiments, “ephemeral refers to a collective ref 
erence that corresponds to an ephemeral owner (i.e., an 
ephemeral running process) and not to any longer-lived data 
Structures. 

Certain embodiments use a collective, lazy reference 
object 150 to minimize the impact of tracking string table 130 
references for owners 110. In certain embodiments, an owner 
110 makes temporary use of the entries (e.g., storing the 
entries in local variables and discarding the entries at the end 
of processing) and may not have existing data structures to 
traverse to fulfill the reference object 150. Furthermore, such 
transient use is common and short-lived and thus constructing 
a reference object 150 to remember the used entries could 
cause a decrease in System performance. 

To deal with this temporary reference use case, embodi 
ments create a new, specialized reference implementation 
called an ephemeral reference object 160. The ephemeral 
reference object 160 does not keep track of the string table 
130 entries used by the owner 110 that holds the ephemeral 
reference object 160. The ephemeral reference object 160 can 
return the empty set in the GetReferencedEntries query, or 
merely have computer code to fail the call in Some way since 
this call is not actually made (i.e., since the call is only made 
on reference objects 150 in the acquired state and the ephem 
eral reference object 160 is never in the acquired state). The 
ephemeral reference object 160 proceeds directly from the 
acquiring state to the unregistered State. The existence of an 
acquiring ephemeral reference object 160 acts as a token 
ensuring that no string table 130 entries added or retrieved 
under its aegis are deleted until the ephemeral reference 
object 160 is unregistered. The holder of the ephemeral ref 
erence object 160 is expected to unregister the ephemeral 
reference object 160 relatively quickly, as compared to the 
expected garbage collection cycle of the system. 

Through the use of ephemeral reference objects 160, an 
owner 110 that interacts with the string table 130 briefly, 
without acquiring permanent references to the string table 
130 entries, or an owner 110 that simply combines or other 
wise transforms existing references, again without acquiring 
long-term references of its own, has a lightweight alternative 
to the reference object 150, allowing safe interactions with 
the garbage collection-enabled string table 130, with minimal 
overhead in memory time and complexity. 
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Embodiments use the ephemeral reference object 160 with 

respect to the concurrent garbage collection systems which 
use generations. In various embodiments, the ephemeral ref 
erence object 160 may be used with non-concurrent garbage 
collection, where there are no other generations, and the 
AcquireReferences method simply blocks. 

Noting that the string reference monitor 140 does not clean 
up string table 130 entries while there are open, acquiring 
references in the current generation, embodiments create the 
ephemeral reference object 160 to serve as a token to hold off 
garbage collection of its generation while an owner 110 
executes a short-lived task or algorithm which uses and 
immediately disposes of a number of individual string table 
130 references. The ephemeral reference object 160 does not 
actually enumerate the entries which the ephemeral reference 
object 160 references. Further, the ephemeral reference 
object 160 does not move to the acquired state, but instead 
proceeds directly to the unregistered State. 
By virtue of the logical flow of the string reference monitor 

140, while the ephemeral reference object 160 is open, the 
existence of the ephemeral reference object 160 is used to 
ensure that no string table 130 entries that are in the current 
generation from the time that the ephemeral reference object 
160 was registered will be cleaned up. If garbage collection is 
underway when the ephemeral reference object 160 is regis 
tered, the ephemeral reference object 160 is registered with 
the new generation, and so no string table 130 entry obtained 
under its aegis is cleaned up during that garbage collection. If 
garbage collection begins while the ephemeral reference 
object 160 is registered, the current phase of the string refer 
ence monitor 140 is incremented, but the garbage collection 
will not proceed to deletion until the ephemeral reference 
object 160 is unregistered because the ephemeral reference 
object 160 will hold a place in the acquiring set in the string 
reference monitor 140. 

In the case of an owner 110 performing a simple, short 
lived task that temporarily uses the results of a number of 
table entry lookups, an ephemeral reference object 160 may 
be used to provide a window in which a string table 130 
entries obtained through lookup may remain valid without 
actually being entered into a data structure that has an 
attached reference. The ephemeral reference object 160 is 
unregistered at the end of the short-lived task of the owner 
110, thus releasing its virtual hold on all of the string table 130 
entries in its generation. 

Similarly, in the case of a more complex task of an owner 
110 involving several inputs and several outputs, an ephem 
eral reference object 160 may be used to establish a baseline 
phase to which incoming and outgoing data structures may be 
compared, for promotion evaluations. Thus, when an input 
data structure is retrieved, the phase of the input data structure 
can be compared to the baseline phase, and if the input data 
structure is from the previous phase, all of its entries may be 
retrieved (via the GetReferencedEntries method) and pro 
moted into the baseline phase. After promotion, the existence 
of the ephemeral reference object 160 is enough to ensure that 
none of the string table 130 entries are cleaned up for the 
duration of the task of the owner 110 (or the registered life 
time of the ephemeral reference object 160). Similarly, when 
an output structure is created, the output structure can be 
compared against the baseline phase, and if the output struc 
ture belongs to the newer phase, the output structure can be 
first populated with data, and then all of its reference table 
entries can be promoted (all the while continuing to exist 
under the protection of the ephemeral reference object 160). 
This allows the owner 110 to evaluate promotion in bulk for 
this complex task, and, given the assumption that garbage 
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collection occurs rarely, the need to actually promote should 
also be rare, so the owner 110 may in general incur little string 
table 130 garbage collection overhead. 

Without an ephemeral reference object 160, a combining 
or transforming owner 110 would have to either carefully 
track all Strings as they passed from inputs to outputs, or hold 
on to all of the input references throughout the transforming 
process. Further, the owner 110 would have to assume that all 
of the input strings belong to the oldest generation of all of the 
inputs and promote conservatively. The use of the ephemeral 
reference object 160 allows the owner 110 to take virtual 
ownership of all of the table entries that the owner 110 needs 
(by ensuring that they are promoted to the ephemeral refer 
ence object's 160 generation), thus allowing the owner 110 to 
dispose of the inputs as soon as the owner 110 is done looking 
at them. 

In certain embodiments, the ephemeral reference object 
160 may be implemented independently from the string ref 
erence monitor 140 as a simplified generic reference, which is 
allocated and deallocated for each ephemeral reference object 
holder. In certain alternative embodiments, the internals of 
the string reference monitor 140 may be leveraged to further 
reduce memory and performance overhead. In particular, the 
string reference monitor 140 can maintain a pair of global 
ephemeral reference object instances (one for the current 
generation and, during garbage collection, one for the previ 
ous generation), which are reference-counted. When a “new” 
ephemeral reference object 160 is requested, the one for the 
current generation is returned, and its reference count is incre 
mented. When the ephemeral reference object 160 is unreg 
istered, its reference count is decremented. 
At the beginning of garbage collection, the current ephem 

eral reference object 160 becomes the new previous refer 
ence, and a new ephemeral reference object 160 is created or 
the original previous reference is recycled as the new current 
reference. The switch of references would take place under 
the same synchronization which the string reference monitor 
140 uses to change the generation. 

During garbage collection, the previous ephemeral refer 
ence object 160 counts against the number of references in the 
acquiring state. In certain embodiments, the ephemeral ref 
erence object 160 may be entered in the reference list of the 
string reference monitor 140. In other embodiments, the 
string reference monitor 140 may treat the special ephemeral 
reference object 160 separately, or the ephemeral reference 
object 160 may not even exist physically, being represented 
by only the reference count. 
Once the previous ephemeral reference object's 160 refer 

ence count goes to Zero, the ephemeral reference object 160 is 
either removed from the reference list of the string reference 
monitor 140 or is otherwise no longer accounted for in the 
string reference monitor's 140 calculation of references in the 
acquiring state. Collecting virtual ephemeral reference 
objects 160 into a single reference count is a tradeoff that can 
be used to save both memory and the time it takes to allocate 
that memory (and may also, of course, improve cache coher 
ence etc.), but also limits the ability to attach other informa 
tion (stack traces, names, etc) to the reference. As such, the 
decision to use a reference object 150 or an ephemeral refer 
ence object 160 is based on the circumstances of a case. 

FIG. 17 illustrates use of an ephemeral reference object 
160 in accordance with certain embodiments. In FIG. 17, 
control begins in block 1700 with the owner 110 creating an 
ephemeral reference object 160. In block 1702, the owner 110 
registers the ephemeral reference object 160 as “acquiring 
references” by notifying the string reference monitor 140 to 
move the ephemeral reference object 160 to the “acquiring 
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references state'. In block 1704, while the ephemeral refer 
ence object 160 is in the acquiring state, the owner 110 may 
lookup one or more existing entries, create one or more new 
entries, transfer one or more existing entries, and/or create 
one or more references to previously referenced entries (i.e., 
copied from their own data-structures, local variables, etc.) to 
acquire references to strings in the string table. In certain 
embodiments, the references are to the strings, while in other 
embodiments, the references are to the entries storing the 
strings. When the references are to the strings, the entries may 
be determined. In block 1706, once string acquisition and use 
is complete after a short period of time, the owner 110 unreg 
isters the ephemeral reference object 160 by notifying the 
string reference monitor 140 that the reference object is no 
longer active. 

Thus, embodiments provide garbage collection. In certain 
embodiments, the garbage collection is performed with con 
currency on a single machine. In certain embodiments, the 
garbage collection is performed in distributed systems. In 
certain embodiments, there are specific efficiency enhance 
ments for short-lived processes in the system using an ephem 
eral reference object 160. Certain embodiments address the 
case of a system for garbage-collection of interned strings in 
an environment in which there is no general-purpose (system) 
garbage collector, and all of the objects which refer to the 
interned strings are not themselves managed by any garbage 
collecting memory manager. 

Additional Embodiment Details 

As will be appreciated by one skilled in the art, aspects of 
the present invention may be embodied as a system, method 
or computer program product. Accordingly, aspects of the 
present invention may take the form of an entirely hardware 
embodiment, an entirely software embodiment (including 
firmware, resident software, micro-code, etc.) or an embodi 
ment combining Software and hardware aspects that may all 
generally be referred to herein as a “circuit,” “module' or 
“system.” Furthermore, aspects of the present invention may 
take the form of a computer program product embodied in one 
or more computer readable medium(s) having computer read 
able program code embodied thereon. 
Any combination of one or more computer readable medi 

um(s) may be utilized. The computer readable medium may 
be a computer readable signal medium or a computer read 
able storage medium. A computer readable storage medium 
may be, for example, but not limited to, an electronic, mag 
netic, optical, electromagnetic, infrared, or semiconductor 
system, apparatus, or device, or any Suitable combination of 
the foregoing. More specific examples (a non-exhaustive list) 
of the computer readable storage medium would include the 
following: an electrical connection having one or more wires, 
a portable computer diskette, a hard disk, a random access 
memory (RAM), a read-only memory (ROM), an erasable 
programmable read-only memory (EPROM or Flash 
memory), an optical fiber, a portable compact disc read-only 
memory (CD-ROM), an optical storage device, a magnetic 
storage device, Solid State memory, magnetic tape or any 
suitable combination of the foregoing. In the context of this 
document, a computer readable storage medium may be any 
tangible medium that can contain, or store a program for use 
by or in connection with an instruction execution system, 
apparatus, or device. 
A computer readable signal medium may include a propa 

gated data signal with computer readable program code 
embodied therein, for example, in baseband or as part of a 
carrier wave. Such a propagated signal may take any of a 
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variety of forms, including, but not limited to, electro-mag 
netic, optical, or any Suitable combination thereof. A com 
puter readable signal medium may be any computer readable 
medium that is not a computer readable storage medium and 
that can communicate, propagate, or transport a program for 
use by or in connection with an instruction execution system, 
apparatus, or device. 

Program code embodied on a computer readable medium 
may be transmitted using any appropriate medium, including 
but not limited to wireless, wireline, optical fiber cable, RF, 
etc., or any suitable combination of the foregoing. 

Computer program code for carrying out operations for 
aspects of the present invention may be written in any com 
bination of one or more programming languages, including 
an object oriented programming language such as Java, 
Smalltalk, C++ or the like and conventional procedural pro 
gramming languages, such as the “C” programming language 
or similar programming languages. The program code may 
execute entirely on the user's computer, partly on the user's 
computer, as a stand-alone software package, partly on the 
user's computer and partly on a remote computer or entirely 
on the remote computer or server. In the latter scenario, the 
remote computer may be connected to the user's computer 
through any type of network, including a local area network 
(LAN) or a wide area network (WAN), or the connection may 
be made to an external computer (for example, through the 
Internet using an Internet Service Provider). 

Aspects of the embodiments of the invention are described 
with reference to flowchart illustrations and/or block dia 
grams of methods, apparatus (systems) and computer pro 
gram products according to embodiments of the invention. It 
will be understood that each block of the flowchart illustra 
tions and/or block diagrams, and combinations of blocks in 
the flowchart illustrations and/or block diagrams, can be 
implemented by computer program instructions. These com 
puter program instructions may be provided to a processor of 
a general purpose computer, special purpose computer, or 
other programmable data processing apparatus to produce a 
machine, such that the instructions, which execute via the 
processor of the computer or other programmable data pro 
cessing apparatus, create means for implementing the func 
tions/acts specified in the flowchart and/or block diagram 
block or blocks. 

These computer program instructions may also be stored in 
a computer readable medium that can direct a computer, other 
programmable data processing apparatus, or other devices to 
function in a particular manner, Such that the instructions 
stored in the computer readable medium produce an article of 
manufacture including instructions which implement the 
function/act specified in the flowchart and/or block diagram 
block or blocks. 

The computer program instructions may also be loaded 
onto a computer, other programmable data processing appa 
ratus, or other devices to cause a series of operational pro 
cessing (e.g., operations or steps) to be performed on the 
computer, other programmable apparatus or other devices to 
produce a computer implemented process such that the 
instructions which execute on the computer or other program 
mable apparatus provide processes for implementing the 
functions/acts specified in the flowchart and/or block diagram 
block or blocks. 

The code implementing the described operations may fur 
ther be implemented in hardware logic or circuitry (e.g., an 
integrated circuit chip, Programmable Gate Array (PGA), 
Application Specific Integrated Circuit (ASIC), etc. The 
hardware logic may be coupled to a processor to perform 
operations. In certain embodiments, components, such as an 
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owner 110 and/or the string reference monitor 140 may be 
implemented in Software, hardware (e.g., hardware logic), or 
a combination of Software and hardware. 

FIG. 18 illustrates a computer architecture 1800 that may 
be used in accordance with certain embodiments. Computing 
device 100 may implement computer architecture 1800. The 
computer architecture 1800 is suitable for storing and/or 
executing program code and includes at least one processor 
1802 coupled directly or indirectly to memory elements 1804 
through a system bus 1820. The memory elements 1804 may 
include local memory employed during actual execution of 
the program code, bulk storage, and cache memories which 
provide temporary storage of at least Some program code in 
order to reduce the number of times code must be retrieved 
from bulk storage during execution. The memory elements 
1804 include an operating system 1805 and one or more 
computer programs 1806. 

Input/Output (I/O) devices 1812, 1814 (including but not 
limited to keyboards, displays, pointing devices, etc.) may be 
coupled to the system either directly or through intervening 
I/O controllers 1810. 
Network adapters 1808 may also be coupled to the system 

to enable the data processing system to become coupled to 
other data processing systems or remote printers or storage 
devices through intervening private or public networks. 
Modems, cable modem and Ethernet cards are just a few of 
the currently available types of network adapters 1808. 
The computerarchitecture 1800 may be coupled to storage 

1816 (e.g., a non-volatile storage area, Such as magnetic disk 
drives, optical disk drives, a tape drive, etc.). The storage 1816 
may comprise an internal storage device or an attached or 
network accessible storage. Computer programs 1806 in stor 
age 1816 may be loaded into the memory elements 1804 and 
executed by a processor 1802 in a manner known in the art. 
The computer architecture 1800 may include fewer com 

ponents than illustrated, additional components not illus 
trated herein, or some combination of the components illus 
trated and additional components. The computerarchitecture 
1800 may comprise any computing device known in the art, 
Such as a mainframe, server, personal computer, workstation, 
laptop, handheld computer, telephony device, network appli 
ance, virtualization device, storage controller, etc. 
The flowchart and block diagrams in the figures illustrate 

the architecture, functionality, and operation of possible 
implementations of systems, methods and computer program 
products according to various embodiments of the present 
invention. In this regard, each block in the flowchart or block 
diagrams may represent a module, segment, or portion of 
code, which comprises one or more executable instructions 
for implementing the specified logical function(s). It should 
also be noted that, in some alternative implementations, the 
functions noted in the block may occur out of the order noted 
in the figures. For example, two blocks shown in Succession 
may, in fact, be executed Substantially concurrently, or the 
blocks may sometimes be executed in the reverse order, 
depending upon the functionality involved. It will also be 
noted that each block of the block diagrams and/or flowchart 
illustration, and combinations of blocks in the block diagrams 
and/or flowchart illustration, can be implemented by special 
purpose hardware-based systems that perform the specified 
functions or acts, or combinations of special purpose hard 
ware and computer instructions. 
The terminology used herein is for the purpose of describ 

ing particular embodiments only and is not intended to be 
limiting of the invention. As used herein, the singular forms 
“a”, “an and “the are intended to include the plural forms as 
well, unless the context clearly indicates otherwise. It will be 
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further understood that the terms “comprises” and/or “com 
prising, when used in this specification, specify the presence 
of stated features, integers, steps, operations, elements, and/ 
or components, but do not preclude the presence or addition 
of one or more other features, integers, steps, operations, 
elements, components, and/or groups thereof. 
The corresponding structures, materials, acts, and equiva 

lents of all means or step plus function elements in the claims 
below are intended to include any structure, material, or act 
for performing the function in combination with other 
claimed elements as specifically claimed. The description of 
embodiments of the present invention has been presented for 
purposes of illustration and description, but is not intended to 
be exhaustive or limited to the invention in the form disclosed. 
Many modifications and variations will be apparent to those 
of ordinary skill in the art without departing from the scope 
and spirit of the invention. The embodiments were chosen and 
described in order to best explain the principles of the inven 
tion and the practical application, and to enable others of 
ordinary skill in the art to understand the invention for various 
embodiments with various modifications as are suited to the 
particular use contemplated. 
The foregoing description of embodiments of the invention 

has been presented for the purposes of illustration and 
description. It is not intended to be exhaustive or to limit the 
embodiments to the precise form disclosed. Many modifica 
tions and variations are possible in light of the above teaching. 
It is intended that the scope of the embodiments belimited not 
by this detailed description, but rather by the claims appended 
hereto. The above specification, examples and data provide a 
complete description of the manufacture and use of the com 
position of the embodiments. Since many embodiments may 
be made without departing from the spirit and scope of the 
invention, the embodiments reside in the claims hereinafter 
appended or any Subsequently-filed claims, and their equiva 
lents. 

The invention claimed is: 
1. A method for a garbage-collected interned String table, 

comprising: 
creating reference objects that each reference at least one of 

the strings in the interned string table; 
marking the reference objects with a current generation; 
marking the strings referenced by the reference objects in 

the interned string table with the current generation, 
wherein each of the strings is marked with a generation 
that is a same generation as that of a reference object that 
last referenced that string; 

and performing garbage collection by: 
advancing the current generation to a next generation; 
in response to the reference objects in a previous genera 

tion from the current generation advancing to an 
acquired references state in which the reference object 
can not obtain new references to the strings, promoting 
the reference objects and the strings referenced by the 
reference objects in the previous generation to the cur 
rent generation; 

determining whether an ephemeral reference object has 
been created that serves as a token to hold off the garbage 
collection of the previous generation; 

in response to determining that the ephemeral reference 
object has been created, holding off on deleting all of the 
strings that are marked with the previous generation in 
the interned string table until the ephemeral reference 
object has been unregistered; 
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and in response to determining that the ephemeral refer 

ence object has not been created, deleting the strings that 
are marked with the previous generation in the interned 
string table. 

2. The method of claim 1, further comprising: for one of the 
reference objects, registering the reference object as acquir 
ing references; 

acquiring the references to the strings in the interned string 
table; 

re-registering the reference object as having acquired the 
references to the strings; 

and after using the strings in the interned string table, 
un-registering the reference object by notifying the 
string reference monitor that the reference object is not 
active. 

3. The method of claim 1, wherein one of the reference 
objects implements a reference interface to allow obtaining 
the strings referenced by that reference object and further 
comprising: obtaining a list of the strings referenced by that 
reference object using the reference interface. 

4. The method of claim 1, further comprising: in response 
to the reference objects being in an acquired references state, 
while preventing new owners from obtaining reference 
objects, unmarking each of the entries for the strings in the 
interned string table; 

marking the entries for the Strings in the interned String 
table that are referenced by the reference objects; and 
deleting any unmarked entries in the interned string 
table. 

5. The method of claim 1, wherein the garbage collection is 
performed in a distributed environment and further compris 
ing: 

designating one node in a set of nodes in the distributed 
environment as a master node; 

designating the remaining nodes in the set of nodes as 
follower nodes: 

and in response to the master node or one of the follower 
nodes starting the garbage collection, starting garbage 
collection at each of the remaining nodes. 

6. A system for a garbage-collected interned String table, 
comprising: 

a processor; 
and a storage device coupled to the processor, wherein the 

storage device stores a program, and wherein the pro 
cessor is configured to execute the program code to 
perform operations, the operations comprising: 

creating reference objects that each reference at least one of 
the strings in the interned string table; 

marking the reference objects with a current generation; 
marking the strings referenced by the reference objects in 

the interned string table with the current generation, 
wherein each of the strings is marked with a generation 
that is a same generation as that of a reference object that 
last referenced that string; 

and performing garbage collection by: 
advancing the current generation to a next generation; 
in response to the reference objects in a previous genera 

tion from the current generation advancing to an 
acquired references State, promoting the reference 
objects and the strings referenced by the reference 
objects in the previous generation to the current genera 
tion; 

determining whether an ephemeral reference object has 
been created that serves as a token to hold off the garbage 
collection of the previous generation; 

in response to determining that the ephemeral reference 
object has been created, holding off on deleting all of the 
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Strings that are marked with the previous generation in 
the interned string table until the ephemeral reference 
object has been unregistered; 

and in response to determining that the ephemeral refer 
ence object has not been created, deleting the strings that 
are marked with the previous generation in the interned 
string table. 

7. The system of claim 6, wherein the operations further 
comprise: 

for one of the reference objects, registering the reference 
object as acquiring references: 

acquiring the references to the strings in the interned string 
table; 

re-registering the reference object as having acquired the 
references to the strings; 

and after using the strings in the interned string table, 
un-registering the reference object by notifying the 
string reference monitor that the reference object is not 
active. 

8. The system of claim 6, wherein one of the reference 
objects implements a reference interface to allow obtaining 
the strings referenced by that reference object and wherein the 
operations further comprise: 

obtaining a list of the strings referenced by that reference 
object using the reference interface. 

9. The system of claim 6, wherein the operations further 
comprise: 

in response to the reference objects being in an acquired 
references state, while preventing new owners from 
obtaining reference objects, unmarking each of the 
entries for the strings in the interned string table; 

marking the entries for the strings in the interned string 
table that are referenced by the reference objects; 

and deleting any unmarked entries in the interned string 
table. 

10. The system of claim 6, wherein the garbage collection 
is performed in a distributed environment and wherein the 
operations further comprise: 

designating one node in a set of nodes in the distributed 
environment as a master node: 

designating the remaining nodes in the set of nodes as 
follower nodes: 

and in response to the master node or one of the follower 
nodes starting the garbage collection, starting garbage 
collection at each of the remaining nodes. 

11. A computer program product for a garbage-collected 
interned string table, wherein the computer program product 
comprises a non-transitory computer readable storage 
medium including a computer readable program, wherein the 
computer readable program when executed by a processor on 
a computer causes the computer to perform: 

creating reference objects that each reference at least one of 
the strings in the interned string table: 

marking the reference objects with a current generation; 
marking the strings referenced by the reference objects in 

the interned string table with the current generation, 
wherein each of the strings is marked with a generation 
that is a same generation as that of a reference object that 
last referenced that string: 

and performing garbage collection by: 
advancing the current generation to a next generation; 
in response to the reference objects in a previous genera 

tion from the current generation advancing to an 
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acquired references state, promoting the reference 
objects and the strings referenced by the reference 
objects in the previous generation to the current genera 
tion; 

determining whether an ephemeral reference object has 
been created that serves as a token to hold off the garbage 
collection of the previous generation; 

in response to determining that the ephemeral reference 
object has been created, holding off on deleting all of the 
Strings that are marked with the previous generation in 
the interned string table until the ephemeral reference 
object has been unregistered; 

and in response to determining that the ephemeral refer 
ence object has not been created, deleting the strings that 
are marked with the previous generation in the interned 
string table. 

12. The computer program product of claim 11, wherein 
the computer readable program when executed by the proces 
sor on the computer causes the computer to perform: 

for one of the reference objects, registering the reference 
object as acquiring references; 

acquiring the references to the strings in the interned string 
table: 

re-registering the reference object as having acquired the 
references to the strings; 

and after using the strings in the interned string table, 
un-registering the reference object by notifying the 
string reference monitor that the reference object is not 
active. 

13. The computer program product of claim 11, wherein 
one of the reference objects implements a reference interface 
to allow obtaining the strings referenced by that reference 
object and wherein the computer readable program when 
executed by the processor on the computer causes the com 
puter to perform: 

obtaining a list of the strings referenced by that reference 
object using the reference interface. 

14. The computer program product of claim 11, wherein 
the computer readable program when executed by the proces 
sor on the computer causes the computer to perform: 

in response to the reference objects being in an acquired 
references state, while preventing new owners from 
obtaining reference objects, unmarking each of the 
entries for the strings in the interned string table; 

marking the entries for the strings in the interned string 
table that are referenced by the reference objects: 

and deleting any unmarked entries in the interned string 
table. 

15. The computer program product of claim 11, wherein 
the garbage collection is performed in a distributed environ 
ment and wherein the computer readable program when 
executed by the processor on the computer causes the com 
puter to perform: 

designating one node in a set of nodes in the distributed 
environment as a master node: 

designating the remaining nodes in the set of nodes as 
follower nodes; 

and in response to the master node or one of the follower 
nodes starting the garbage collection, starting garbage 
collection at each of the remaining nodes. 


